










 

 
 

2.2.2. Generations 

In the CA algorithm, each cell has a specific state. Whether this situation 
will change in each new generation is calculated according to the rule defined in 
the algorithm. For example, in GoL, cells are either "alive" or "dead". Various 
patterns are obtained by showing live and dead cells in different colors (live = 
black, dead = white) (Figure 1).  

 
Fig.2: Neighbor cells in different neighborhood types. 

2.2.3. Rules 

In the CA algorithm, each cell has a specific state. Whether this situation 
will change in each new generation is calculated according to the rule defined in 
the algorithm (Figure 3). For example, in GoL, cells are either "alive" or "dead". 
Various patterns are obtained by showing live and dead cells in different colors 
(live = black, dead = white).  

 
Fig.3: Rules for 3D Cellular Automata (Visions of Chaos). 

 

3. RESEARCH BACKGROUND 

The first studies of the Cellular Automata algorithm were performed without computer 
support by drawing each generation separately, moving objects on a grid. There are tried-and-
tested examples available, such as Rabbit (Url-2) and Vision of Chaos (Url-1). However, these 
methods are slow and limited. With the development of computer technology, the number and 
quality of studies in this field have increased by calculations being made by computers. 
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Today, running the CA algorithm in most programming interfaces with visual output is 
possible. While it is possible to see the outputs of only specific rules in some more advanced 
applications, it is possible to define rules and print out a 3D model besides the visual output. 
Additionally, there are programs that allow multiple dimensional CA algorithms, different 
neighborhoods, and different cell states are numbered and inserted in the text after the first 
reference to it.  

3.1. Processing: Game of Life 

In this study, first, the "Game of Life" application, which has an essential role in the 
spread of CA applications, was examined, and the working principles of the CA algorithm 
were studied. In the "Processing" (Url-3) programming interface, the GoL application was 
reproduced using the "Java" programming language (Figure 4). This study is vital in 
learning the CA algorithm's features to be defined in computer language. 

 
Fig.4: A screenshot from “Game of Life” algorithm in Processing. 

3.2. Vısıons of Chaos 

This application (Url-1) runs algorithms such as Fractals, L-systems, multi-agent 
systems, Cellular Automata, and Diffusion Limited Aggregation. It is a versatile program 
that can run various generative algorithms (Figure 5). In addition to 1D, 2D, 3D, and 4D 
applications of CA, there are methods in which different neighborhoods, different vitality 
states, and different rules can be applied. There is a user interface where these features can 
be defined. While it is easy to use, 3D models and video output are its positive features. Its 
negative feature is that the algorithm has a limited choice of a sphere, cube, or a filled 
environment as the initial form. This disadvantage makes it difficult to use the program as a 
design tool. In the work to be done, it is aimed to produce an interface that allows the user 
to determine not only the rules and CA type but also the initial state, and in this way, get rid 
of randomness and make his design. 
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Fig.5: Screenshots from Visions of Chaos with 3D Cellular Automata. (Url-1) 

 

3.3. Rabbıt (Grasshopper Plug-In) 

It is included in the Grasshopper3D, which is a plugin of the Rhinoceros3D program 
(Url-2). Running the CA algorithm inside a design program means better user control when 
using this algorithm for design purposes. In addition to graphically defining the initial form 
of the algorithm, it is also possible to intervene in the environment in real-time. Rabbit 
plugin includes 2D CA algorithm and 3D CA algorithms Stacked Cellular Automata (SCA 
- Stacked Cellular Automata). SCA is 3-dimensional geometry obtained by superimposing 
each generation of 2-dimensional CA. Rabbit is a good example of using 2D CA and its 3D 
extended version SCA as a design tool. However, this method is insufficient because it 
does not contain other varieties of CA. This study aims to create a Grasshopper3D plugin 
in which different methods of CA can be defined. 

3.4. Comparison 

The purpose of trying these three programs before writing a script for 3D CA 
algorithm in Grasshopper is to learn how the algorithm works in multiple environments and 
conditions. While writing a 2D CA algorithm in Processing was easier than the 3D version, 
its aid to the research was the understanding of how the algorithm works.  

“Visions of Chaos” (VoC) helped visualizing 3D cellular automata and how the 
parameters of the algorithm worked. However, its downsides are also revealed while using 
it, like not being able to control the initial shape. Using Grasshopper to simulate 3D CA 
algorithm is thought to solve these problems. Rabbit, which is a Grasshopper plug-in, can 
solve 3D CA problems. However, this 3D interaction is 2,5D, because of how the plug-in 
works. As a conclusion, a 3D CA algorithm with the working system of VoC in 
Grasshopper is written. 
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4.  3D CELLULAR AUTOMATA PLUG-IN AS A C# SCRIPT IN GRASSHOPPER 

4.1. The Algorithm 

The algorithm is defined as a Grasshoper3D plug-in (Figure 6). The plug-in written 
in C# scripting language. The algorithm is planned to have user-defined parameters. These 
parameters are: 

Rules: Each rule defines a new format generation system in CA algorithms. While some 
rule sets expand from a minor point, some rule sets can result in an entire format 
diminishing to an optimum state. These rules can be discovered and serve different 
purposes in design. 

Neighborhood: Changing the definition of neighboring cells provides diversity in the 
development of the system. 

Cell states: At the basic level, there are two alternative states of cells in CA, live and dead. 
The transition of a cell from a live state to a dead state occurs in a generational change. 
Alternatively, the viability state of a cell can be defined by a number. For example, a cell is 
dead when it is "0" and alive when it is "1". If the maximum number of states of CA is 4, 
cells can be found in states "0,1,2,3". When a living cell in the "1" state dies, it first 
changes to the "2" state, then to the "3" state, then to the "0" state. It can switch from a 
"dead" state to an "alive" state only when it is "0". In the "2" or "3" state, it is considered 
dead in the calculations of neighboring cells. Another example can be taken Rock-Paper-
Scissors CA. In this case, the rules between cells change according to the type of neighbor 
cells. 

Initial conditions: In classic CA applications, the startup format is usually defined. The 
difference in shape finding comes from the random differentiation of the states of the cells 
that define the initial shape. However, this randomness must be controllable for a designer. 

 
Fig.6: 3D CA algorithms using the plug-in; Expanding Shell, Pyroclastic, Cloud. 
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4.2. Usıng The Algorıthm 

The presented 3D CA plug-in can create multiple generative systems, based on the 
variation in initial geometry, rules and model formation. The plug-in is tested with four 
different algorithms, which are named Expanding Shell, Pyroclastic, Cloud, and Voxel 
Terrain Automata.  

 
Fig.7: Initial condition (Left), generated model using 3D CA (Right). 

 

 
Fig.8: 3D CA algorithm flow chart. 
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Fig.9: Resulting 3D objects. From left to right, Expanding Shell, Cloud, Pyroclastic, Voxel 

Terrain Automata. 

 

 

5. CONCLUSION AND FUTURE POSSIBILITIES 

With the presented Grasshopper3D plug-in "proGeny", new productive systems can be 
discovered by experimenting with the rules of various cellular automata algorithms, their 
neighborhoods, and the viability of cells. With these systems, new form finding experiments can 
be done which result in emerging forms.  

The aspects of this program that are open to development can be listed under the 
following main headings: 

Visual interface: Although Grasshopper's visual interface is sufficient to start these 
experiments, a more user-friendly interface can be added using C#. 

User interaction: In Grasshopper3D, interaction with the computer, keyboard, and mouse is 
defined. However, other Grasshopper3D plugins have examples (Firefly, Quokka) like Kinect or 
LeapMotion. User interaction can reach a different dimension through motion sensors, Arduino, 
and various sensors. 

AR/VR applications: Visual outputs of the products obtained with the developed program can 
be taken on the computer screen. As a design tool, AR/VR applications can help experience this 
design process in the same environment as other factors affecting design. 

In today's world, where digital design has become widespread, it is seen that the role of 
the designer is gradually replaced by the role of "designer of tools" or "designer of systems". 
Within the scope of this study, a tool called "progeny" that the designer can use in the design 
process has been developed. Using the program, the user can generate a design system on 
various versions of the CA with the rules, initial format, and neighborhood parameters that he 
has determined and can use this system in the design process. Since it is an application with 
development potential, it can provide opportunities for new research topics. 
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